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Перебираемые (или итерируемые) объекты – это ?????????

**[Symbol.iterator](https://learn.javascript.ru/iterable" \l "symbol-iterator)**

Чтобы сделать например объект итерируемым (и позволить for..of работать с ним), нужно добавить в объект метод - Symbol.iterator.

1. Когда цикл for..of запускается, он вызывает этот метод один раз (или выдаёт ошибку, если метод не найден - TypeError: obj is not iterable). Этот метод должен вернуть *итератор* – объект с методом next.
2. Дальше for..of работает *только с этим возвращённым объектом*.
3. Когда for..of хочет получить следующее значение, он вызывает метод next() этого объекта.
4. Результат вызова next() должен иметь вид {done: Boolean, value: any}, где done=true означает, что цикл завершён, в противном случае value содержит очередное значение.

Задание: написать итератор для range

Вот полная реализация range с пояснениями:

let range = {

from: 1,

to: 5

};

// 1. вызов for..of сначала вызывает эту функцию

range[Symbol.iterator] = function() {

// ...она возвращает объект итератора:

// 2. Далее, for..of работает только с этим итератором,

// запрашивая у него новые значения

return {

current: this.from,

last: this.to,

// 3. next() вызывается на каждой итерации цикла for..of

next() {

// 4. он должен вернуть значение в виде объекта {done:.., value :...}

if (this.current <= this.last) {

return { done: false, value: this.current++ };

} else {

return { done: true };

}

}

};

};

// теперь работает!

for (let num of range) {

alert(num); // 1, затем 2, 3, 4, 5

}

Обратите внимание на ключевую особенность итераторов: разделение ответственности.

* У самого range нет метода next().
* Вместо этого другой объект, так называемый «итератор», создаётся вызовом range[Symbol.iterator](), и именно его next() генерирует значения.

Таким образом, объект итератор отделён от самого итерируемого объекта.

Технически мы можем объединить их и использовать сам range как итератор, чтобы упростить код.

Задание: переписать итератор внутри range

let range = {

from: 1,

to: 5,

[Symbol.iterator]() {

this.current = this.from;

return this;

},

next() {

if (this.current <= this.to) {

return { done: false, value: this.current++ };

} else {

return { done: true };

}

}

};

Теперь range[Symbol.iterator]() возвращает сам объект range: у него есть необходимый метод next(), и он запоминает текущее состояние итерации в this.current. Короче? Да. И иногда такой способ тоже хорош.

Недостаток такого подхода в том, что теперь мы не можем использовать этот объект в двух параллельных циклах for..of: у них будет общее текущее состояние итерации, потому что теперь существует лишь один итератор – сам объект. Но необходимость в двух циклах for..of, выполняемых одновременно, возникает редко, даже при наличии асинхронных операций.

**Бесконечные итераторы**

Можно сделать бесконечный итератор. Например, range будет бесконечным при range.to = Infinity. Или мы можем создать итерируемый объект, который генерирует бесконечную последовательность псевдослучайных чисел. Это бывает полезно.

Метод next не имеет ограничений, он может возвращать всё новые и новые значения, это нормально.

Конечно же, цикл for..of с таким итерируемым объектом будет бесконечным. Но мы всегда можем прервать его, используя break.

## [Строка – перебираемый объект](https://learn.javascript.ru/iterable" \l "stroka-perebiraemyy-obekt)

Среди встроенных перебираемых объектов наиболее широко используются массивы и строки.

Для строки for..of перебирает символы:

for (let char of "test") {

// срабатывает 4 раза: по одному для каждого символа

alert( char ); // t, затем e, затем s, затем t

}

## [Явный вызов итератора](https://learn.javascript.ru/iterable" \l "yavnyy-vyzov-iteratora)

Можно перебрать строку точно так же, как цикл for..of, но вручную, прямыми вызовами.

**Задание: перебрать строковый итератор вруную**

Нижеприведённый код получает строковый итератор и берёт из него значения:

let str = "Hello";

// делает то же самое, что и

// for (let char of str) alert(char);

let iterator = str[Symbol.iterator]();

while (true) {

let result = iterator.next();

if (result.done) break;

alert(result.value); // выводит символы один за другим

}

Такое редко бывает необходимо, но это даёт нам больше контроля над процессом, чем for..of. Например, мы можем разбить процесс итерации на части: перебрать немного элементов, затем остановиться, сделать что-то ещё и потом продолжить.

## [Итерируемые объекты и псевдомассивы](https://learn.javascript.ru/iterable" \l "array-like)

* *Итерируемые объекты* – это объекты, которые реализуют метод Symbol.iterator, как было описано выше.
* *Псевдомассивы* – это объекты, у которых есть индексы и свойство length, то есть, они выглядят как массивы

При использовании JavaScript в браузере или других окружениях мы можем встретить объекты, которые являются итерируемыми или псевдомассивами, или и тем, и другим.

Например, строки итерируемы (для них работает for..of) и являются псевдомассивами (они индексированы и есть length).

Но итерируемый объект может не быть псевдомассивом. И наоборот: псевдомассив может не быть итерируемым.

Например, объект range из примера выше – итерируемый, но не является псевдомассивом, потому что у него нет индексированных свойств и length.

А вот объект, который является псевдомассивом, но его нельзя итерировать:

**Задание: написать пример неитерируемого псевдомассива**

let arrayLike = { // есть индексы и свойство length => псевдомассив

0: "Hello",

1: "World",

length: 2

};

// Ошибка (отсутствует Symbol.iterator)

for (let item of arrayLike) {}

Что у них общего? И итерируемые объекты, и псевдомассивы – это обычно не массивы, у них нет методов push, pop и т.д.

## [Array.from](https://learn.javascript.ru/iterable" \l "array-from)

Есть универсальный метод [Array.from](https://developer.mozilla.org/ru/docs/Web/JavaScript/Reference/Global_Objects/Array/from), который принимает итерируемый объект или псевдомассив и делает из него «настоящий» Array. После этого мы уже можем использовать методы массивов.

Например псевдомассив в массив:

let arrayLike = {

0: "Hello",

1: "World",

length: 2

};

let arr = Array.from(arrayLike); // (\*)

alert(arr.pop()); // World (метод работает)

Array.from в строке (\*) принимает объект, проверяет, является ли он итерируемым объектом или псевдомассивом, затем создаёт новый массив и копирует туда все элементы.

То же самое происходит с итерируемым объектом

// range взят из примера в начале статьи

let arr = Array.from(range);

alert(arr); // 1,2,3,4,5 (преобразование массива через toString работает)

Полный синтаксис Array.from позволяет указать необязательную «трансформирующую» функцию:

Array.from(obj[, mapFn, thisArg])

Необязательный второй аргумент может быть функцией, которая будет применена к каждому элементу перед добавлением в массив, а thisArg позволяет установить this для этой функции.

// range взят из примера в начале статьи

// возводим каждое число в квадрат

let arr = Array.from(range, num => num \* num);

alert(arr); // 1,4,9,16,25

**Суррогатные пары**

Это когда закодированы смайлики например, и на один смайлик приходится несколько символов.

console.log('𝒳😂')

Например можно написать такое, и в консоли действительно отобразится смайлик.

Если такую строку перебрать классическим циклом for, в консоли будет следующее

let str = '𝒳😂';

for(let i = 0; i < str.length; i++){

    console.log(str[i])

}

Вывод консоли:
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А вот цикл for…of отрабатывает как нужно:

      let str = '𝒳😂';

      for(i of str){

        console.log(i)

      }

Вывод в консоль:

![](data:image/png;base64,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)

Чтобы превратить строку, содержащую суррогатные пары в массив, метод split не подойдет:

let str = '𝒳😂';

let arr = str.split('');

console.log(arr)

Результат:
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Для таких случаев необходимо использовать Array.from:

        let str = '𝒳😂';

        let arr = Array.from(str);

        console.log(arr)

Результат:
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В отличие от str.split, этот метод в работе опирается на итерируемость строки, и поэтому, как и for..of, он корректно работает с суррогатными парами.

Объекты, которые можно использовать в цикле for..of, называются *итерируемыми*.

* Технически итерируемые объекты должны иметь метод Symbol.iterator.
  + Результат вызова obj[Symbol.iterator] называется *итератором*. Он управляет процессом итерации.
  + Итератор должен иметь метод next(), который возвращает объект {done: Boolean, value: any}, где done:true сигнализирует об окончании процесса итерации, в противном случае value – следующее значение.
* Метод Symbol.iterator автоматически вызывается циклом for..of, но можно вызвать его и напрямую.
* Встроенные итерируемые объекты, такие как строки или массивы, также реализуют метод Symbol.iterator.
* Строковый итератор знает про суррогатные пары.

Объекты, имеющие индексированные свойства и length, называются *псевдомассивами*. Они также могут иметь другие свойства и методы, но у них нет встроенных методов массивов.

Если мы заглянем в спецификацию, мы увидим, что большинство встроенных методов рассчитывают на то, что они будут работать с итерируемыми объектами или псевдомассивами вместо «настоящих» массивов, потому что эти объекты более абстрактны.

Array.from(obj[, mapFn, thisArg]) создаёт настоящий Array из итерируемого объекта или псевдомассива obj, и затем мы можем применять к нему методы массивов. Необязательные аргументы mapFn и thisArg позволяют применять функцию с задаваемым контекстом к каждому элементу.